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# NUMPY

* NumPy is a Python library that stands for "Numerical Python". It’s a python library to create N-dimensional array
* It has ability to quickly broadcast functions
* Built in lot of features like linear algebra, statistical distributions, trigonometric functions and random number capabilities.

## NUMPY ARRAYS

* A NumPy array, also known as ndarray, is a central data structure in NumPy library. It is a multi-dimensional grid of elements of the same type. NumPy arrays can have any number of dimensions, but most commonly they are 1D (one-dimensional), 2D (two-dimensional), or 3D (three-dimensional).
* NumPy arrays are widely used in scientific computing, data analysis, machine learning, and numerical computations due to their efficiency and versatility.

### KEY FEATURES OF NUMPY ARRAY

Key features and characteristics of NumPy arrays:

1. **Homogeneous Data**: NumPy arrays contain elements of the **same data type**
2. **Fixed Size**: Once a NumPy array is created, its size is fixed and cannot be changed. To modify the size, a new array needs to be created.
3. **Fast and Efficient**: NumPy arrays are implemented in C, making them faster and more efficient compared to Python lists. They allow for vectorized operations, which can perform computations on entire arrays without the need for loops.
4. **Powerful Indexing and Slicing**: NumPy arrays support advanced indexing and slicing operations, allowing easy access to elements or sub-arrays based on specific conditions or criteria.
5. **Mathematical Operations**: NumPy arrays provide a wide range of mathematical functions and operations to perform calculations efficiently on arrays**, such as element-wise operations, linear algebra operations, statistical functions.**

### CREATING NUMPY ARRAY
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#### CREATING NUMPY ARRAYS USING STANDARD LIST

|  |  |
| --- | --- |
| **import numpy as np**    **mylist= [1, 2, 3, 4, 5]**  **type(mylist) 🡪 list**  **# Creating a 1D array from standard list**  **arr1 = np.array(mylist)**  **print(arr1)🡪 array([1, 2, 3, 4, 5])**  **type(arr1) 🡪 numpy.ndarray** | **# Creating a 2D array from standard list**  **list\_2d = [[1,2,3],[4,5,6],[7,8,9]]**  **np\_2d = np.array(list\_2d)**  **O/p**  **array([[1, 2, 3],**  **[4, 5, 6],**  **[7, 8, 9]])** |
| **# Creating a 3D array from standard list**  **arr3 = np.array([[[1, 2], [3, 4]], [[5, 6], [7, 8]]])**  **print(arr3)**  **# Output:**  **# [[[1 2]**  **# [3 4]]**    **# [[5 6]**  **# [7 8]]]** | np.array([[4], [5], [6]]) 🡨 3x1 ARRAY  **[[4]**  **[5]**  **[6]]**  np.array([4, 5, 6]) 🡨 1x3 ARRAY = **[4 5 6]** |

#### CREATING NUMPY ARRAYS USING NUMPY BUILT IN FUNCTIONS

##### arange

* The `**np.arange()`** function in NumPy is used to create an array with regularly spaced values within a specified range.
* **It is similar to the Python built-in `range()` function but returns an array instead of a list**.
* **SYNTAX**

**np.arange(start, stop, step, dtype=None)**

|  |  |
| --- | --- |
| start (optional): | The starting value of the sequence. If not provided, the default value is 0. |
| stop | * The end value of the sequence. * It is exclusive, so the generated sequence will stop before reaching this value. |
| step | * The step size between consecutive values in the sequence. If not provided, the default value is 1 |
| dtype | * The data type of the elements in the resulting array. * If not specified, NumPy will determine it based on the other input arguments |

###### EXAMPLE

|  |
| --- |
| **import numpy as np**    **# Example 1: Generate a sequence of numbers from 0 to 9**  **arr1 = np.arange(10)**  **print(arr1) # Output: [0 1 2 3 4 5 6 7 8 9]** |
| **# Example 2: Generate a sequence of even numbers from 2 to 10**  **arr2 = np.arange(2, 11, 2)**  **print(arr2) # Output: [2 4 6 8 10]** |
| **# Example 3: Generate a sequence of floating-point numbers from 0 to 1 with a step of 0.1**  **arr3 = np.arange(0, 1, 0.1)**  **print(arr3) # Output: [0. 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9]** |
| **print(np.arange(0, 10, 2, dtype=float)) #OUTPUT [0. 2. 4. 6. 8.]** |

##### np.ones() and np.zeros()

* **np.ones()** and **np.zeros()** are used to create arrays filled with ones and zeros, respectively.
* These functions allow we to easily create arrays of desired shapes and sizes filled with the specified values.
* **SYNTAX** - This function creates an array of ones with the specified shape

**np.ones(shape, dtype=None, order='C')**

|  |  |
| --- | --- |
| shape | * The shape of the array, specified as a tuple of integers. * For example, **`(3, 4)`** creates a 2D array with 3 rows and 4 columns |
| dtype(optional): | * The data type of the elements in the array. * If not specified, the default data type is `float64`. |
| order(optional): | * The order in which the array is stored in memory. * It can be `'C'` for row-major (C-style) or `'F'` for column-major (Fortran-style). The default is `'C' |

* **SYNTAX** - This function creates an array of zeros with the specified shape

**np.zeros(shape, dtype=None, order='C')**

###### EXAMPLE

|  |  |
| --- | --- |
| **# Example 1: Create a 1D array of ones with 5 elements**  **arr1 = np.ones(5)**  **print(arr1)**  **# Output: [1. 1. 1. 1. 1.] 🡪 “.”(dot) represents the float** | **# Example 2: Create a 2D array of ones with 5 element with data type specified**  **print(np.ones((2,3), dtype=int))**  **# Output:**  **[[1 1 1]**  **[1 1 1]]** |
| **# Example 2: Create a 2D array of zeros with 3 rows and 4 columns(provides as tuples)**  **arr2 = np.zeros((3, 4)) 🡨 THE ROWS AND COLUMNS NEED TO BE PASSED AS TUPLE**  **print(arr2)**  **# Output:**  **[**  **[0. 0. 0. 0.]**  **[0. 0. 0. 0.]**  **[0. 0. 0. 0.]**  **]** | **# Example 3: Create a 3D array of ones with dimensions 2x3x2**  **arr3 = np.ones((2, 3, 2))**  **print(arr3)**  **# Output:**  **[**  **[**  **[1. 1.]**  **[1. 1.]**  **[1. 1.]**  **]**  **[**  **[1. 1.]**  **[1. 1.]**  **[1. 1.]**  **]**  **]** |
|  | |

##### np.linspace()

* the `np.linspace()` function is used to create an array with evenly spaced values over a specified interval. It is particularly useful when we want to generate a sequence of numbers with a specific number of elements.
* `np.linspace()` is commonly used in various scientific and numerical computing applications, such as plotting graphs, creating test datasets, and generating time series data.

**np.linspace(start, stop, num=50, endpoint=True, retstep=False, dtype=None)**

|  |  |
| --- | --- |
| **start** | The starting value of the sequence |
| **stop** | The end value of the sequence |
| **num(optional):** | * The number of equally spaced values to generate between `start` and `stop`. * The default value is 50 i.e How many numbers we want between start and stop (including stop) |
| **endpoint(optional)** | * Whether or not to include the `stop` value in the sequence. * **If `True`, the sequence will include `stop`. The default value is `True** |
| **retstep(optional)** | * Whether or not to return the spacing between consecutive values. * If `True`, **the function will return a tuple containing the array and the step value**. * The default value is `False`. |
| **dtype(optional)** | * The data type of the elements in the resulting array. * If not specified, NumPy will determine it based on the other input arguments. |

###### EXAMPLE

|  |
| --- |
| **# Example 1: Generate a sequence of 10 numbers from 0 to 1 (including 1)**  **arr1 = np.linspace(0, 1, num=10)**  **print(arr1)**  **# Output: [0. 0.11111111 0.22222222 0.33333333 0.44444444 0.55555556**  **# 0.66666667 0.77777778 0.88888889 1. ]** |
| **# Example 2: Generate a sequence of 5 numbers from -2 to 2 (including -2 and 2)**  **arr2 = np.linspace(-2, 2, num=5)**  **print(arr2)**  **# Output: [-2. -1. 0. 1. 2.]** |
| **# Example 3: Generate a sequence of 6 numbers from 1 to 10 (excluding 10) and return the step value**  **arr3, step = np.linspace(1, 10, num=6, retstep=True) 🡨 Will return a tuple containing the array and the step value**  **print(arr3) # [ 1. 3.8 6.6 9.4 12.2 15. ]**  **print(step) 🡺 # 3.2 🡸 THIS IS THE SPACING BETWEEN THE ELEMENTS** |

#### CREATING NUMPY ARRAYS USING RANDOM LIBRARY

* The numpy.random library is a suite of functions based on pseudorandom number generation.
* It contains various functions for generating random data.

|  |
| --- |
| WHAT IS PROBABLITY DISTRIBUTION?  **A probability distribution tells us : What is the chance of each outcome**  WHAT IS UNIFORM DISTRIBUTION?   * A **uniform distribution** is a type of probability distribution in which **all outcomes are equally likely**. * Every value within a given range has the **same probability**. * The graph of a uniform distribution is a **rectangle** (flat line).      * The x-axis shows values from **a to b**. * The y-axis shows a constant height ( **1/(b-a)** ). * The area under the curve equals 1 (total probability).   Types of Uniform Distribution  1.Discrete Uniform Distribution   * Example: Rolling a fair die. * Each outcome (1 to 6) has a probability of 1/6.   2. Continuous Uniform Distribution   * Example: Randomly picking a number between 0 and 1. * Every number in the interval [0, 1] has equal probability density. |

##### random.rand

* **np.random.rand** creates an array of specified shapes and fills it with random values **from the uniform distribution over [0,1)**

|  |  |
| --- | --- |
| import numpy as np    **# Generate a 1-D array containing 5 random floats**  random\_floats = np.random.rand(5)  print(random\_floats)  OUTPUT  **[0.12319511 0.73894491 0.05873792 0.23909406 0.8188274 ]** | **# Generate a 2-D array containing random floats. The size of the array is 3 rows by 2 columns.**  random\_floats\_2d = np.random.rand(3, 2)  print(random\_floats\_2d)  OUTPUT **[[0.15027467 0.70690855]**  **[0.57395591 0.77450563]**  **[0.69494225 0.75765151]]** |

* In both cases, the numbers generated are uniformly distributed over the interval `[0, 1)`, meaning they can be any decimal number from 0 up to but not including 1.
* **np.random.rand() is uniform distribution in the interval [0, 1)**

##### random.randint

* **np.random.randint()** returns random integers from the "**discrete uniform**" distribution of the specified dtype in the "half-open" interval [`low`, `high`). If `high` is None (the default), then results are from [0, `low`).

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **# Generate a single random integer between 0 (inclusive) and 10 (exclusive)**  random\_int = np.random.randint(10)  print(random\_int) | **# Generate a single random integer between 5 (inclusive) and 20 (exclusive)**  random\_int = np.random.randint(5, 20)  print(random\_int) | |
| **# Generate a 1-D array containing 5 random integers between 0 (inclusive) and 10 (exclusive)**  random\_ints = np.random.randint(10, size=5)  print(random\_ints) | **# Generate a 1-D array containing 5 random integers between 10 (inclusive) and 20 (exclusive)**  np.random.randint(10,20,5)  OUTPUT - [19 10 19 17 19] | |
| **# Generate a 2-D array containing random integers between 0 (inclusive) and 10 (exclusive).**  **# The size of the array is 3 rows by 2 columns.**  random\_ints\_2d = np.random.randint(10, size=(3, 2))  print(random\_ints\_2d) | | **OUTPUT**  **[[ 0 2]**  **[17 2]**  **[ 7 13]]** |

* In each case, the numbers are integers randomly sampled from the specified interval. The **size** parameter determines the shape of the output array.

##### random.randn

* **np.random.randn()** **returns a sample (or samples) from the "standard normal" distribution, also known as a Gaussian distribution.**
* **np.random.randn()** is centered at zero and has a standard deviation of one, which means the values are spread out around zero, and about 68% of the values will be within -1 and 1.

|  |
| --- |
| **Normal Distribution** — A bell-shaped curve that shows how data is symmetrically distributed around the mean.    WHAT IS STANDARD NORMAL DISTRIBUTION? |

|  |
| --- |
| # Generate a single random number from the standard normal distribution  random\_num = np.random.randn()  print(random\_num) |
| **# Generate a 1-D array containing 5 random numbers from the standard normal distribution**  random\_nums = np.random.randn(5)  print(random\_nums) |
| **# Generate a 2-D array containing random numbers from the standard normal distribution. The size of the array is 3 rows by 2 columns.**  random\_nums\_2d = np.random.randn(3, 2)  print(random\_nums\_2d) |

* In each case, the numbers are randomly sampled from the standard normal distribution.Hence the value closer to zero is more likely to appear that farther to zero

##### random.seed

* **np.random.seed()**is used to initialize the pseudorandom number generator. This can be useful to reproduce the results from the random number generator.
* In random processes, a seed is required to start the generation of a sequence of numbers, which appear random. If we use the same seed, we will get the same sequence of numbers, which can be useful for debugging and testing.

|  |  |
| --- | --- |
| # Set the seed np.random.seed(42)  # Generate a random number print(np.random.rand(5))  # Reset the seed np.random.seed(42)  # Generate another random number print("Random Number with same seed", np.random.rand(5)) | **[0.37454012 0.95071431 0.73199394 0.59865848 0.15601864]**  **Random Number with same seed [0.37454012 0.95071431 0.73199394 0.59865848 0.15601864]**   * In this example, we will see that the two random numbers printed are the same, because we reset the seed before generating the second number. If the seed was not reset, the two numbers would be different. * Seed number is completely arbitrary choice. The set random numbers will be same till the seed number is same |

### ATTRIBUTES AND FUNCTIONS

#### FUNCTIONS

##### reshape()

* np.reshape() function in numpy gives a new shape to an array without changing its data.
* It creates a new array and does not modify the original array itself.

|  |  |
| --- | --- |
| import numpy as np    # Create a 1-D array  a = np.arange(6)  print(a) **# Outputs: [0 1 2 3 4 5]**    # Reshape the 1-D array to a 2-D array with 2 rows and 3 columns  b = np.reshape(a, (2, 3))  print(b)  **# Outputs:**  **# [[0 1 2]**  **# [3 4 5]]** | In this example the original 1-D array with 6 elements is reshaped into a 2-D array with 2 rows and 3 columns. The total number of elements before and after reshaping remains the same. |
| We can also use the reshape method directly on the numpy array:  # Create a 1-D array  a = np.arange(6)  print(a) **# Outputs: [0 1 2 3 4 5]**  c = a.reshape((2, 3))  print(c) | |

##### min() and max()

|  |  |
| --- | --- |
| ran\_10 = np.random.randint(10, size=20) print(ran\_10)  # Max and Mini print("Maximum Value =", ran\_10.max()) print("Index of Maximum Value =",ran\_10.argmax()) print("Minimum Value =",ran\_10.min()) print("Index of Minimum Value =",ran\_10.argmin()) | OUTPUT  **[6 8 8 5 2 8 5 1 8 2 5 7 9 2 9 0 4 8 7 4]**  **Maximum Value = 9**  **Index of Maximum Value = 12**  **Minimum Value = 0**  **Index of Minimum Value = 15** |

#### ATTRIBUTES

##### shape

* The `shape` attribute in numpy is used to get the current shape of an array.
* It returns a tuple representing the dimensionality of the array.
* The length of the tuple is the rank or number of dimensions (ndim) of the array. The values in the tuple indicate the size of the array in each dimension.

|  |  |
| --- | --- |
| **# Create a 1-D array**  a = np.array([1, 2, 3])  print(a.shape) # Outputs: (3,) | **# Create a 2-D array**  b = np.array([[1, 2, 3], [4, 5, 6]])  print(b.shape) # Outputs: (2, 3) |
| **# Create a 3-D array**  c = np.array([[[1, 2, 3], [4, 5, 6]], [[7, 8, 9], [10, 11, 12]]])  print(c.shape) # Outputs: (2, 2, 3) | ran\_one\_d = np.random.randint(10, size=20) print(ran\_one\_d) print(ran\_one\_d.shape) ran\_two\_d = ran\_one\_d.reshape(4,5) print(ran\_two\_d) print(ran\_two\_d.shape)  OUTPUT  [9 3 2 2 9 7 0 0 9 3 5 7 0 7 1 1 9 5 4 0]  (20,) 🡨 1 Dimensional Array  [[9 3 2 2 9]  [7 0 0 9 3]  [5 7 0 7 1]  [1 9 5 4 0]]  (4, 5) 🡨 2 Dimensional Array |

## NUMPY INDEXING AND SELECTION

Indexing and selection

1. **GRABBING SINGLE ELEMENT**
2. **GRABBING A SLICE OF ELEMENTS**
3. **BROADCASTING SELECTIONS**
4. **INDEXING AND SELECTION IN 2 DIMENSIONS**
5. **CONDITIONAL SELECTION**

### INDEXING & SLICING IN 1-D ARRAY

|  |  |
| --- | --- |
| arr\_index = np.arange(0, 11)  print(arr\_index) | **[ 0 1 2 3 4 5 6 7 8 9 10]** |
| print(arr\_index[8]) | **8** |
| print(arr\_index[1:5]) | **[1 2 3 4]** |
| print(arr\_index[0:5]) | **[0 1 2 3 4]** |
| print(arr\_index[:5]) | **[0 1 2 3 4]** |
| print(arr\_index[5:])  In this case we don’t need to know the length of the array to print the array elements | **[ 5 6 7 8 9 10]** |
| print(arr\_index[:-3]) | **[0 1 2 3 4 5 6 7]** |

### INDEXING & SLICING IN 2-D ARRAY

|  |  |  |
| --- | --- | --- |
| **INDEXING** | | |
| arr\_2d = np.array([[5, 10, 15], [20, 25, 30], [35, 40, 45]]) print(arr\_2d) | | **[[ 5 10 15]**  **[20 25 30]**  **[35 40 45]]** |
| print(arr\_2d.shape) | | **(3, 3)** |
| **ACCESSING SPECIFIC SINGLE ROW**  print(arr\_2d[0]) print(arr\_2d[2]) | | **[ 5 10 15]**  **[35 40 45]** |
| **ACCESSING SPECIFIC SINGLE COLUMN**  **print(arr\_2d[:, 1])** | | **[10 25 40]** |
| **ACCESSING ELEMENT**  print(arr\_2d[1][1])  OR  **print(arr\_2d[1,1])** | | **25** |
| **SLICING** | | |
|  | Slice the highlighted array element  **print(arr\_2d[:2,1:])**  :2🡪 Up to 2nd Row(Excluding 2nd )  1: 🡪 Everything after 1st column | **[[10 15]**  **[25 30]]** |
|  | print(arr\_2d[1:,1]) | **[25 40]** |

### BROADCASTING

* Broadcasting in NumPy is a powerful feature that **allows arrays of different shapes to be used in arithmetic operations.**

#### BROADCASTING RULES

1. The arithmetic operation can be done if the arrays are of same dimension
2. If the arrays are not of same dimension, the arithmetic operation is to be only possible if following rules are satisfied otherwise the operation will give broadcasting error
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|  |  |  |
| --- | --- | --- |
| **import numpy as np  arr1 = np.array([[1, 2, 3]]) arr2 = np.array([[1], [2], [3]]) print(arr1.shape) 🡪 (1, 3) print(arr2.shape) 🡪 (3, 1) print(arr1 + arr2)** | OUTPUT  **[[2 3 4]**  **[3 4 5]**  **[4 5 6]]** | The output array will be of size of max size of comparison |

##### BROADCASTING ERROR SCENARIO
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|  |  |
| --- | --- |
| **import numpy as np arr1 = np.array([[1, 2, 3]]) arr2 = np.array([[1, 2]]) print(arr1 +arr2)** |  |

### CONDITIONAL SELECTION

* Conditional selection in NumPy allows us to select elements from an array based on a condition.
* The condition is usually provided in the form of a boolean expression that **returns a boolean array of the same shape.**
* We can then use this boolean array to index the original array, which will return only the elements where the boolean array is `True`.

|  |  |
| --- | --- |
|  | import numpy as np  # Create a numpy array  arr = np.array([1, 2, 3, 4, 5, 6, 7, 8, 9])    # Create a boolean array based on a condition  bool\_arr = arr > 5    # Use the boolean array to index the original array  new\_arr = arr[bool\_arr]    print(new\_arr) # Prints: [6 7 8 9]   * In this example, `arr > 5` is the condition, which creates a new boolean array where each element is `True` if the corresponding element in `arr` is greater than 5 and `False` otherwise. Then, `arr[bool\_arr]` indexes `arr` using this boolean array, returning a new array with only the elements where the condition is `True`. |
| The above steps can be combined into a single line as follows:  **new\_arr = arr[arr > 5]** |

## NUMPY OPERATIONS

### ARITHMETIC OPERATIONS

* Arithmetic between arrays and arithmetic between a scalar are two operations commonly performed in programming and data analysis, particularly in languages such as Python, R, or MATLAB, which heavily use array-based data structures.

#### ARITHMETIC BETWEEN ARRAYS

* This is also called element-wise operations. In this case, arithmetic operations are performed on corresponding elements of the arrays.
* For example, if A and B are two arrays of the same size, the sum A + B will be an array where each element is the sum of the corresponding elements in A and B. Note that for these operations to work, the arrays usually need to be of the same size or shape, or be broadcastable to a common shape.

|  |  |
| --- | --- |
| arr\_10 = np.arange(0, 11)  print(arr\_10) | **[ 0 1 2 3 4 5 6 7 8 9 10]** |
| ADDING ARRAY ELEMENTS  add\_arr = arr\_10 + arr\_10 print(add\_arr) | **[ 0 2 4 6 8 10 12 14 16 18 20]** |
| SUBSTRACT ARRAY ELEMENT  sub\_arr = arr\_10 - arr\_10 print(sub\_arr) | **[0 0 0 0 0 0 0 0 0 0 0]** |
| MULTIPLY ARRAY ELEMENT  mul\_arr = arr\_10 \* arr\_10 print(mul\_arr) | **[ 0 1 4 9 16 25 36 49 64 81 100]** |
| DIVISION OF ARRAY ELEMENT  div\_arr = arr\_10 / arr\_10 print(div\_arr) | **[nan 1. 1. 1. 1. 1. 1. 1. 1. 1. 1.]** |
| **We will get warning for “0/0” case but we will get result for other elements** | |

#### ARITHMETIC BETWEEN A SCALAR AND AN ARRAY

* In this case, the scalar is applied to every element of the array.
* For example, if A is an array and x is a scalar, the product x \* A will be an array where each element is the product of x and the corresponding element in A. This is made possible by a process called broadcasting, where the scalar is conceptually expanded to have the same shape as the array, allowing element-wise operations.

|  |  |
| --- | --- |
| arr\_10 = np.arange(0, 11)  print(arr\_10) | **[ 0 1 2 3 4 5 6 7 8 9 10]** |
| ADD TO ARRAY ELEMENT  add\_5\_to\_arr = arr\_10 + 5  print(add\_5\_to\_arr) | **[ 5 6 7 8 9 10 11 12 13 14 15]** |
| SUBSTRACT TO ARRAY ELEMENT  sub\_2\_to\_arr = arr\_10 + 5  print(add\_5\_to\_arr) | **[-2 -1 0 1 2 3 4 5 6 7 8]** |
| DIVISION  div\_arr\_scaler = 1/arr\_10 print(div\_arr\_scaler) | **[ inf 1. 0.5 0.33333333 0.25 0.2**  **0.16666667 0.14285714 0.125 0.11111111 0.1 ]** |
|  | |

#### UNIVERSAL ARRAY FUNCTIONS

* Documentation : <https://docs.scipy.org/doc/numpy-1.10.1/reference/ufuncs.html#math-operations>

|  |  |
| --- | --- |
| arr\_10 = np.arange(0, 11) | **[ 0 1 2 3 4 5 6 7 8 9 10]** |
| arr\_square = np.**square**(arr\_10) print(arr\_square) | **[ 0 1 4 9 16 25 36 49 64 81 100]** |
| arr\_sqrt = np.**sqrt**(arr\_10) print(arr\_sqrt) | **[0. 1. 1.41421356 1.73205081 2. 2.23606798**  **2.44948974 2.64575131 2.82842712 3. 3.16227766]** |
| arr\_non\_zeros = np.arange(1, 11) arr\_log = np.**log**(arr\_non\_zeros) print(arr\_log) | **[0. 0.69314718 1.09861229 1.38629436 1.60943791 1.79175947**  **1.94591015 2.07944154 2.19722458 2.30258509]** |
| arr\_sum = arr\_10.**sum**() print(arr\_sum) | **55** |
| arr\_mean = arr\_10.**mean**() print(arr\_mean) | **5.0** |
| arr\_max = arr\_10.**max**() print(arr\_max) | **10** |
| **VARIANCE**  arr\_variance = arr\_10.var() print(arr\_variance) | **10.0** |
| **STANDARD DEVIATION**  arr\_std = arr\_10.std() print(arr\_std) | **3.1622776601683795** |

##### AXIS PARAMETER IN SUM UNIVERSAL FUNCTION

**The axis parameter in the sum function is used to determine the dimension along which the sum is computed.**
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|  |  |
| --- | --- |
| arr\_sum = np.arange(1,21) print(arr\_sum) | **[ 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20]** |
| arr\_sum\_1\_d = arr\_sum.**sum**() print(arr\_sum\_1\_d) | **210**  **When we have a 1D array (a simple list of numbers), the sum function without specifying an axis will just add up all the numbers in the array.** |

* When we have a 2D array (a matrix or a list of lists), things get more interesting:
  + If we use the sum function **with axis=0, it will compute the sum along the columns**. That is, it will add up all the numbers in each column, resulting in a 1D array of sums.
  + If we use the sum function with **axis=1, it will compute the sum along the rows.** That is, it will add up all the numbers in each row, resulting in a 1D array of sums.
* For arrays with more than two dimensions, we can use the axis parameter to specify which dimension we want to sum over. The axis parameter can take any integer from 0 up to the number of dimensions minus 1.
* Remember that in Python and most other programming languages, indexing starts at 0, so axis=0 refers to the first dimension, axis=1 to the second, and so on.

|  |  |
| --- | --- |
| arr\_sum = np.arange(1,21) print(arr\_sum) | **[ 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20]** |
| **Lets create a 2 D array**  arr\_2\_d = arr\_sum.**reshape**(4,5) print(arr\_2\_d) | **[[ 1 2 3 4 5]**  **[ 6 7 8 9 10]**  **[11 12 13 14 15]**  **[16 17 18 19 20]]** |
| **ADD BY COLUMN IN 2 D ARRAY**  **arr\_2\_d\_add\_by\_col = arr\_2\_d.sum(axis=0) print(arr\_2\_d\_add\_by\_col)** | **[34 38 42 46 50]** |
| **ADD BY ROW IN 2 D ARRAY**  **arr\_2\_d\_add\_by\_row = arr\_2\_d.sum(axis=1) print(arr\_2\_d\_add\_by\_row)** | **[15 40 65 90]** |